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Chapter 1

1. Start Here

This book aims to teach you how to build Android applications using Jetpack Compose 1.3, Android Studio
Flamingo (2022.2.1), Material Design 3, and the Kotlin programming language.

The book begins with the basics by explaining how to set up an Android Studio development environment.

The book also includes in-depth chapters introducing the Kotlin programming language, including data types,
operators, control flow, functions, lambdas, coroutines, and object-oriented programming.

An introduction to the key concepts of Jetpack Compose and Android project architecture is followed by a
guided tour of Android Studio in Compose development mode. The book also covers the creation of custom
Composables and explains how functions are combined to create user interface layouts, including row, column,
box, and list components.

Other topics covered include data handling using state properties, key user interface design concepts such
as modifiers, navigation bars, and user interface navigation. Additional chapters explore building your own
reusable custom layout components.

The book covers graphics drawing, user interface animation, transitions, Kotlin Flows, and gesture handling.

Chapters also cover view models, SQLite databases, Room database access, the Database Inspector, live data,
and custom theme creation. Using in-app billing, you will also learn to generate extra revenue from your app.

Finally, the book explains how to package up a completed app and upload it to the Google Play Store for
publication.

Along the way, the topics covered in the book are put into practice through detailed tutorials, the source code
for which is also available for download.

Assuming you already have some rudimentary programming experience, are ready to download Android Studio
and the Android SDK, and have access to a Windows, Mac, or Linux system, you are ready to start.

1.1 For Kotlin programmers

This book addresses the needs of existing Kotlin programmers and those new to Kotlin and Jetpack Compose
app development. If you are familiar with the Kotlin programming language, you can probably skip the Kotlin-
specific chapters.

1.2 For new Kotlin programmers

If you are new to Kotlin programming, the entire book is appropriate for you. Just start at the beginning and
keep going.

1.3 Downloading the code samples

The source code and Android Studio project files for the examples contained in this book are available for
download at:

https://www.ebookfrenzy.com/retail/composel3/index.php

The steps to load a project from the code samples into Android Studio are as follows:


https://www.ebookfrenzy.com/retail/compose13/index.php

Start Here
1. Click on the Open button option from the Welcome to Android Studio dialog.

2. In the project selection dialog, navigate to and select the folder containing the project to be imported and
click on OK.

1.4 Feedback

We want you to be satisfied with your purchase of this book. Therefore, if you find any errors in the book or have
any comments, questions, or concerns, please contact us at feedback@ebookfrenzy.com.

1.5 Errata

While we make every effort to ensure the accuracy of the content of this book, inevitably, a book covering a
subject area of this size and complexity may include some errors and oversights. Any known issues with the
book will be outlined, together with solutions, at the following URL:

https://www.ebookfrenzy.com/errata/composel3.html

If you find an error not listed in the errata, email our technical support team at feedback@ebookfrenzy.com.


https://www.ebookfrenzy.com/errata/compose13.html

Chapter 2

2. Setting up an Android Studio
Development Environment

Before any work can begin on the development of an Android application, the first step is to configure a computer
system to act as the development platform. This involves several steps consisting of installing the Android Studio
Integrated Development Environment (IDE) which also includes the Android Software Development Kit (SDK),
the Kotlin plug-in and OpenJDK Java development environment.

This chapter will cover the steps necessary to install the requisite components for Android application
development on Windows, macOS, and Linux-based systems.

2.1 System requirements

Android application development may be performed on any of the following system types:
« Windows 8/10/11 64-bit

« macOS 10.14 or later running on Intel or Apple silicon

« Chrome OS device with Intel i5 or higher

o Linux systems with version 2.31 or later of the GNU C Library (glibc)

o Minimum of 8GB of RAM

« Approximately 8GB of available disk space

« 1280 x 800 minimum screen resolution

2.2 Downloading the Android Studio package

Most of the work involved in developing applications for Android will be performed using the Android Studio
environment. The content and examples in this book were created based on Android Studio Flamingo 2022.2.1
using the Android API 33 SDK (Tiramisu) which, at the time of writing, are the latest versions.

Android Studio is, however, subject to frequent updates so a newer version may have been released since this
book was published.

The latest release of Android Studio may be downloaded from the primary download page which can be found
at the following URL:

https://developer.android.com/studio/index.html

If this page provides instructions for downloading a newer version of Android Studio it is important to note that
there may be some minor differences between this book and the software. A web search for “Android Studio
Flamingo” should provide the option to download the older version if these differences become a problem.
Alternatively, visit the following web page to find Android Studio Flamingo 2022.2.1 in the archives:

https://developer.android.com/studio/archive


https://developer.android.com/studio/index.html
https://developer.android.com/studio/archive
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2.3 Installing Android Studio

Once downloaded, the exact steps to install Android Studio differ depending on the operating system on which
the installation is being performed.

2.3.1 Installation on Windows

Locate the downloaded Android Studio installation executable file (named android-studio-<version>-windows.
exe) in a Windows Explorer window and double-click on it to start the installation process, clicking the Yes
button in the User Account Control dialog if it appears.

Once the Android Studio setup wizard appears, work through the various screens to configure the installation
to meet your requirements in terms of the file system location into which Android Studio should be installed
and whether or not it should be made available to other users of the system. When prompted to select the
components to install, make sure that the Android Studio and Android Virtual Device options are all selected.

Although there are no strict rules on where Android Studio should be installed on the system, the remainder
of this book will assume that the installation was performed into C:\Program Files\Android\Android Studio and
that the Android SDK packages have been installed into the user’s AppData\Local\Android\sdk sub-folder. Once
the options have been configured, click on the Install button to begin the installation process.

On versions of Windows with a Start menu, the newly installed Android Studio can be launched from the entry
added to that menu during the installation. The executable may be pinned to the taskbar for easy access by
navigating to the Android Studio\bin directory, right-clicking on the studio64 executable, and selecting the Pin to
Taskbar menu option (on Windows 11 this option can be found by selecting Show more options from the menu).

2.3.2 Installation on macOS

Android Studio for macOS is downloaded in the form of a disk image (.dmg) file. Once the android-studio-
<version>-mac.dmg file has been downloaded, locate it in a Finder window and double-click on it to open it as
shown in Figure 2-1:

Figure 2-1

To install the package, simply drag the Android Studio icon and drop it onto the Applications folder. The Android
Studio package will then be installed into the Applications folder of the system, a process that will typically take
a few seconds to complete.

To launch Android Studio, locate the executable in the Applications folder using a Finder window and double-
click on it.

For future, easier access to the tool, drag the Android Studio icon from the Finder window and drop it onto the
dock.

4
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2.3.3 Installation on Linux

Having downloaded the Linux Android Studio package, open a terminal window, change directory to the
location where Android Studio is to be installed and execute the following command:
unzip /<path to package>/android-studio-ide-<version>-linux.zip
Note that the Android Studio bundle will be installed into a subdirectory named android-studio. Assuming,

therefore, that the above command was executed in /home/demo, the software packages will be unpacked into /
home/demo/android-studio.

To launch Android Studio, open a terminal window, change directory to the android-studio/bin sub-directory
and execute the following command:

./studio.sh

When running on a 64-bit Linux system, it may be necessary to install some 32-bit support libraries before
Android Studio will run. On Ubuntu these libraries can be installed using the following command:

sudo apt-get install 1ibc6:1386 libncurses5:1386 libstdc++6:1386 1ib32z1 libbz2-
1.0:1386

On Red Hat and Fedora-based 64-bit systems, use the following command:

sudo yum install z1ib.i686 ncurses-1libs.i1686 bzip2-1libs.1686

2.4 The Android Studio setup wizard

If you have previously installed an earlier version of Android Studio, the first time this new version is launched,
a dialog may appear providing the option to import settings from a previous Android Studio version. If you have
settings from a previous version and would like to import them into the latest installation, select the appropriate
option and location. Alternatively, indicate that you do not need to import any previous settings and click on
the OK button to proceed.

If you are installing Android Studio for the first time, the initial dialog that appears once the setup process starts
may resemble that shown in Figure 2-2 below:

Figure 2-2

If this dialog appears, click the Next button to display the Install Type screen (Figure 2-3). On this screen, select
the Standard installation option before clicking Next.
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Figure 2-3
On the Select UI Theme screen, select either the Darcula or Light theme based on your preferences. After
making a choice, click Next, and review the options in the Verify Settings screen before proceeding to the
License Agreement screen. Select each license category and enable the Accept checkbox. Finally, click on the
Finish button to initiate the installation.

After these initial setup steps have been taken, click the Finish button to display the Welcome to Android Studio
screen using your chosen Ul theme:

Figure 2-4
2.5 Installing additional Android SDK packages

The steps performed so far have installed the Android Studio IDE and the current set of default Android SDK
packages. Before proceeding, it is worth taking some time to verify which packages are installed and to install
any missing or updated packages.
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This task can be performed by clicking on the More Actions link within the welcome dialog and selecting the
SDK Manager option from the drop-down menu. Once invoked, the Android SDK screen of the Preferences
dialog will appear as shown in Figure 2-5:

Figure 2-5

Immediately after installing Android Studio for the first time it is likely that only the latest released version of
the Android SDK has been installed. To install older versions of the Android SDK simply select the checkboxes
corresponding to the versions and click on the Apply button. The rest of this book assumes that the Android
Tiramisu (API Level 33) SDK is installed.

Most of the examples in this book will support older versions of Android as far back as Android 8.0 (Oreo). This
is to ensure that the apps run on a wide range of Android devices. Within the list of SDK versions, enable the
checkbox next to Android 8.0 (Oreo) and click on the Apply button. In the resulting confirmation dialog click
on the OK button to install the SDK. Subsequent dialogs will seek the acceptance of licenses and terms before
performing the installation. Click Finish once the installation is complete.

It is also possible that updates will be listed as being available for the latest SDK. To access detailed information
about the packages that are ready to be updated, enable the Show Package Details option located in the lower
right-hand corner of the screen. This will display information similar to that shown in Figure 2-6:

Figure 2-6

The above figure highlights the availability of an update. To install the updates, enable the checkbox to the left of
the item name and click on the Apply button.

In addition to the Android SDK packages, several tools are also installed for building Android applications. To
7
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view the currently installed packages and check for updates, remain within the SDK settings screen and select
the SDK Tools tab as shown in Figure 2-7:

Figure 2-7

Within the Android SDK Tools screen, make sure that the following packages are listed as Installed in the Status
column:

o Android SDK Build-tools

 Android Emulator

o Android SDK Platform-tools

» Google Play Services

« Intel x86 Emulator Accelerator (HAXM installer)’

» Google USB Driver (Windows only)

« Layout Inspector image server for API 31 and T

“Note the Intel x86 Emulator Accelerator (HAXM installer) cannot be installed on Apple silicon-based Macs.

If any of the above packages are listed as Not Installed or requiring an update, simply select the checkboxes
next to those packages and click on the Apply button to initiate the installation process. If the HAXM emulator
settings dialog appears, select the recommended memory allocation:

Figure 2-8

Once the installation is complete, review the package list and make sure that the selected packages are now listed
as Installed in the Status column. If any are listed as Not installed, make sure they are selected and click on the

8
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Apply button again.
2.6 Installing the Android SDK Command-line Tools

Android Studio includes a set of tools that allow some tasks to be performed from your operating system
command line. To install these tools on your system, open the SDK Manager, select the SDK Tools tab and
enable the Show Package Details option in the bottom left-hand corner of the window. Next, scroll down the
list of packages and, when the Android SDK Command-line Tools (latest) package comes into view, enable it as
shown in Figure 2-9:

Figure 2-9

After you have selected the command-line tools package, click on Apply followed by OK to complete the
installation. When the installation completes, click Finish and close the SDK Manager dialog.

For the operating system on which you are developing to be able to find these tools, it will be necessary to add
them to the system’s PATH environment variable.

Regardless of your operating system, you will need to configure the PATH environment variable to include the
following paths (where <path_to_android_sdk_installation> represents the file system location into which you
installed the Android SDK):

<path to android sdk installation>/sdk/cmdline-tools/latest/bin

<path to android sdk installation>/sdk/platform-tools

You can identify the location of the SDK on your system by launching the SDK Manager and referring to the
Android SDK Location: field located at the top of the settings panel, as highlighted in Figure 2-10:
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Figure 2-10

Once the location of the SDK has been identified, the steps to add this to the PATH variable are operating system
dependent:

2.6.1 Windows 8.1

1. On the start screen, move the mouse to the bottom right-hand corner of the screen and select Search from
the resulting menu. In the search box, enter Control Panel. When the Control Panel icon appears in the
results area, click on it to launch the tool on the desktop.

2. Within the Control Panel, use the Category menu to change the display to Large Icons. From the list of icons
select the one labeled System.

3. Inthe Environment Variables dialog, locate the Path variable in the System variables list, select it and click
on the Edit... button. Using the New button in the edit dialog, add three new entries to the path. For
example, assuming the Android SDK was installed into C:\Users\demo\AppData\Local\Android\Sdk, the
following entries would need to be added:

C:\Users\demo\AppData\Local\Android\Sdk\cmdline-tools\latest\bin
C:\Users\demo\AppData\Local\Android\Sdk\platform-tools

4. Click on OK in each dialog box and close the system properties control panel.

Open a command prompt window by pressing Windows + R on the keyboard and entering ¢md into the Run
dialog. Within the Command Prompt window, enter:

echo %Path%

The returned path variable value should include the paths to the Android SDK platform tools folders. Verify that

the platform-tools value is correct by attempting to run the adb tool as follows:

adb

The tool should output a list of command-line options when executed.

Similarly, check the tools path setting by attempting to run the AVD Manager command-line tool (don’t worry
if the avdmanager tool reports a problem with Java - this will be addressed later):

avdmanager

If a message similar to the following message appears for one or both of the commands, it is most likely that an
incorrect path was appended to the Path environment variable:

'adb' is not recognized as an internal or external command,

operable program or batch file.

2.6.2 Windows 10

Right-click on the Start menu, select Settings from the resulting menu and enter “Edit the system environment
variables” into the Find a setting text field. In the System Properties dialog, click the Environment Variables...
button. Follow the steps outlined for Windows 8.1 starting from step 3.

10
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2.6.3 Windows 11

Right-click on the Start icon located in the taskbar and select Settings from the resulting menu. When the
Settings dialog appears, scroll down the list of categories and select the “About” option. In the About screen,
select Advanced system settings from the Related links section. When the System Properties window appears,
click on the Environment Variables... button. Follow the steps outlined for Windows 8.1 starting from step 3.

2.6.4 Linux

On Linux, this configuration can typically be achieved by adding a command to the .bashrc file in your home
directory (specifics may differ depending on the particular Linux distribution in use). Assuming that the
Android SDK bundle package was installed into /home/demo/Android/sdk, the export line in the .bashrc file
would read as follows:

export PATH=/home/demo/Android/sdk/platform-tools:/home/demo/Android/sdk/cmdline-
tools/latest/bin:/home/demo/android-studio/bin:$PATH

Note also that the above command adds the android-studio/bin directory to the PATH variable. This will enable
the studio.sh script to be executed regardless of the current directory within a terminal window.

2.6.5 macOS

Several techniques may be employed to modify the $PATH environment variable on macOS. Arguably the
cleanest method is to add a new file in the /etc/paths.d directory containing the paths to be added to $PATH.
Assuming an Android SDK installation location of /Users/demo/Library/Android/sdk, the path may be configured
by creating a new file named android-sdk in the /etc/paths.d directory containing the following lines:

/Users/demo/Library/Android/sdk/cmdline-tools/latest/bin
/Users/demo/Library/Android/sdk/platform-tools

Note that since this is a system directory it will be necessary to use the sudo command when creating the file.
For example:

sudo vi /etc/paths.d/android-sdk

2.7 Android Studio memory management

Android Studio is alarge and complex software application that consists of many background processes. Although
Android Studio has been criticized in the past for providing less than optimal performance, Google has made
significant performance improvements in recent releases and continues to do so with each new version. These
improvements include allowing the user to configure the amount of memory used by both the Android Studio
IDE and the background processes used to build and run apps. This allows the software to take advantage of
systems with larger amounts of RAM.

If you are running Android Studio on a system with sufficient unused RAM to increase these values (this feature
is only available on 64-bit systems with 5GB or more of RAM) and find that Android Studio performance
appears to be degraded it may be worth experimenting with these memory settings. Android Studio may also
notify you that performance can be increased via a dialog similar to the one shown below:

Figure 2-11

To view and modify the current memory configuration, select the File -> Settings... (Android Studio ->
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Preferences... on macOS) menu option and, in the resulting dialog, select Appearance ¢ Behavior followed by the
Memory Settings option listed under System Settings in the left-hand navigation panel, as illustrated in Figure
2-12 below.

When changing the memory allocation, be sure not to allocate more memory than necessary or than your
system can spare without slowing down other processes.

Figure 2-12

The IDE heap size setting adjusts the memory allocated to Android Studio and applies regardless of the currently
loaded project. On the other hand, when a project is built and run from within Android Studio, a number of
background processes (referred to as daemons) perform the task of compiling and running the app.
When compiling and running large and complex projects, build time could be improved by adjusting the
daemon heap settings. Unlike the IDE heap settings, these daemon settings apply only to the current project and
can only be accessed when a project is open in Android Studio. To display the SDK Manager from within an
open project, select the Tools -> SDK Manager... menu option.

2.8 Updating Android Studio and the SDK

From time to time new versions of Android Studio and the Android SDK are released. New versions of the SDK
are installed using the Android SDK Manager. Android Studio will typically notify you when an update is ready
to be installed.

To manually check for Android Studio updates, use the Help -> Check for Updates... menu option from the
Android Studio main window (Android Studio -> Check for Updates... on macOS).

2.9 Summary

Before beginning the development of Android-based applications, the first step is to set up a suitable development
environment. This consists of the Android SDKs and Android Studio IDE (which also includes the OpenJDK
development environment). In this chapter, we have covered the steps necessary to install these packages on
Windows, macOS, and Linux.
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Chapter 3

3. A Compose Project Overview

Now that we have installed Android Studio, the next step is to create an Android app using Jetpack Compose.
Although this project will make use of several Compose features, it is an intentionally simple example intended
to provide an early demonstration of Compose in action and an initial success on which to build as you work
through the remainder of the book. The project will also serve to verify that your Android Studio environment
is correctly installed and configured.

This chapter will create a new project using the Android Studio Compose project template and explore both the
basic structure of a Compose-based Android Studio project and some of the key areas of Android Studio. In the
next chapter, we will use this project to create a simple Android app.

Both chapters will briefly explain key features of Compose as they are introduced within the project. If anything
is unclear when you have completed the project, rest assured that all of the areas covered in the tutorial will be
explored in greater detail in later chapters of the book.

3.1 About the project

The completed project will consist of two text components and a slider. When the slider is moved, the current
value will be displayed on one of the text components, while the font size of the second text instance will adjust
to match the current slider position. Once completed, the user interface for the app will appear as shown in
Figure 3-1:

Figure 3-1
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3.2 Creating the project

The first step in building an app is to create a new project within Android Studio. Begin, therefore, by launching
Android Studio so that the “Welcome to Android Studio” screen appears as illustrated in Figure 3-2:

Figure 3-2

Once this window appears, Android Studio is ready for a new project to be created. To create the new project,
click on the New Project button to display the first screen of the New Project wizard.

3.3 Creating an activity

The next step is to define the type of initial activity that is to be created for the application. The left-hand panel
provides a list of platform categories from which the Phone and Tablet option must be selected. Although a range
of different activity types is available when developing Android applications, only the Empty Activity template
provides a pre-configured project ready to work with Compose. Select this option before clicking on the Next
button:

Figure 3-3
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3.4 Defining the project and SDK settings

In the project configuration window (Figure 3-4), set the Name field to ComposeDemo. The application name is
the name by which the application will be referenced and identified within Android Studio and is also the name
that would be used if the completed application were to go on sale in the Google Play store:

Figure 3-4
The Package name is used to uniquely identify the application within the Google Play app store application
ecosystem. Although this can be set to any string that uniquely identifies your app, it is traditionally based on
the reversed URL of your domain name followed by the name of the application. For example, if your domain
is www.mycompany.com, and the application has been named ComposeDemo, then the package name might be
specified as follows:

com.mycompany .composedemo

If you do not have a domain name you can enter any other string into the Company Domain field, or you may
use example.com for testing, though this will need to be changed before an application can be published:

com.example.composedemo

The Save location setting will default to a location in the folder named AndroidStudioProjects located in your
home directory and may be changed by clicking on the folder icon to the right of the text field containing the
current path setting.

Set the minimum SDK setting to API 26: Android 8.0 (Oreo). This is the minimum SDK that will be used in
most of the projects created in this book unless a necessary feature is only available in a more recent version. The
objective here is to build an app using the latest Android SDK, while also retaining compatibility with devices
running older versions of Android (in this case as far back as Android 8.0). The text beneath the Minimum SDK
setting will outline the percentage of Android devices currently in use on which the app will run. Click on the
Help me choose link to see a full breakdown of the various Android versions still in use:
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Figure 3-5
Click on the Finish button to create the project.

3.5 Previewing the example project

At this point, Android Studio should have created a minimal example application project and opened the main
window.

Figure 3-6

The newly created project and references to associated files are listed in the Project tool window located on the
left-hand side of the main project window. The Project tool window has several modes in which information
can be displayed. By default, this panel should be in Android mode. This setting is controlled by the menu at
the top of the panel as highlighted in Figure 3-7. If the panel is not currently in Android mode, use the menu to
switch mode:
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Figure 3-7

The code for the main activity of the project (an activity corresponds to a single user interface screen or module
within an Android app) is contained within the MainActivity.kt file located under app -> java -> com.example.
composedemo within the Project tool window as indicated in Figure 3-8:

Figure 3-8

Double-click on this file to load it into the main code editor panel. The editor can be used in different modes
when writing code, the most useful of which when working with Compose is Split mode. The current mode
can be changed using the buttons marked A in Figure 3-9. Split mode displays the code editor (B) alongside the
Preview panel (C) in which the current user interface design will appear:
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Figure 3-9
To get us started, Android Studio has already added some code to the MainActivity.kt file to display a Text
component configured to display a message which reads “Hello Android”

If the project has not yet been built, the Preview panel will display the message shown in Figure 3-10:

Figure 3-10

If you see this notification, click on the Build & Refresh link to rebuild the project. After the build is complete,
the Preview panel should update to display the user interface defined by the code in the MainActivity.kt file:

Figure 3-11
3.6 Reviewing the main activity

Android applications are created by bringing together one or more elements known as Activities. An activity
is a single, standalone module of application functionality that either correlates directly to a single user
interface screen and its corresponding functionality, or acts as a container for a collection of related screens. An
appointments application might, for example, contain an activity screen that displays appointments set up for
the current day. The application might also utilize a second activity consisting of multiple screens where new
appointments may be entered by the user and existing appointments edited.

When we created the ComposeDemo project, Android Studio created a single initial activity for our app, named
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it MainActivity, and generated some code for it in the MainActivity.kt file. This activity contains the first screen
that will be displayed when the app is run on a device. Before we modify the code for our requirements in the
next chapter, it is worth taking some time to review the code currently contained within the MainActivity.kt file.

The file begins with the following line (keep in mind that this may be different if you used your own domain
name instead of com.example):

package com.example.composedemo

This tells the build system that the classes and functions declared in this file belong to the com.example.
composedemo package which we configured when we created the project.

Next are a series of import directives. The Android SDK is comprised of a vast collection of libraries that provide
the foundation for building Android apps. If all of these libraries were included within an app the resulting app
bundle would be too large to run efficiently on a mobile device. To avoid this problem an app only imports the
libraries that it needs to be able to run:

import android.os.Bundle

import androidx.activity.ComponentActivity

import androidx.activity.compose.setContent

import androidx.compose.foundation.layout.fillMaxSize

import androidx.compose.material3.MaterialTheme

import androidx.compose.material3.Surface

import androidx.compose.material3.Text

Initially, the list of import directives will most likely be “folded” to save space. To unfold the list, click on the
small “+” button indicated by the arrow in Figure 3-12 below:

Figure 3-12
The MainActivity class is then declared as a subclass of the Android ComponentActivity class:

class MainActivity : ComponentActivity() {

}
The MainActivity class implements a single method in the form of onCreate(). This is the first method that is
called when an activity is launched by the Android runtime system and is an artifact of the way apps used to be
developed before the introduction of Compose. The onCreate() method is used here to provide a bridge between
the containing activity and the Compose-based user interfaces that are to appear within it:
override fun onCreate (savedInstanceState: Bundle?) {

super.onCreate (savedInstanceState)

setContent {

ComposeDemoTheme {
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}

The method declares that the content of the activity’s user interface will be provided by a composable function
named ComposeDemoTheme. This composable function is declared in the Theme.kt file located under the app
-> <package name> -> ui.theme folder in the Project tool window. This, along with the other files in the ui.theme
folder defines the colors, fonts, and shapes to be used by the activity and provides a central location from which
to customize the overall theme of the app’s user interface.

The call to the ComposeDemoTheme composable function is configured to contain a Surface composable.
Surface is a built-in Compose component designed to provide a background for other composables:
ComposeDemoTheme {
// A surface container using the 'background' color from the theme
Surface (
modifier = Modifier.fillMaxSize (),

color = MaterialTheme.colorScheme.background

}

In this case, the Surface component is configured to fill the entire screen and with the background set to the
standard background color defined by the Android Material Design theme. Material Design is a set of design
guidelines developed by Google to provide a consistent look and feel across all Android apps. It includes a theme
(including fonts and colors), a set of user interface components (such as button, text, and a range of text fields),
icons, and generally defines how an Android app should look, behave and respond to user interactions.

Finally, the Surface is configured to contain a composable function named Greeting which is passed a string
value that reads “Android”™:
ComposeDemoTheme {
// A surface container using the 'background' color from the theme
Surface (
modifier = Modifier.fillMaxSize (),

color = MaterialTheme.colorScheme.background
Greeting ("Android")

}

Outside of the scope of the MainActivity class, we encounter our first composable function declaration within
the activity. The function is named Greeting and is, unsurprisingly, marked as being composable by the @
Composable annotation:

@Composable
fun Greeting(name: String, modifier: Modifier = Modifier) {
Text (
text = "Hello S$name!",
modifier = modifier
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}

The function accepts a String parameter (labeled name) and calls the built-in Text composable, passing through
a string value containing the word “Hello” concatenated with the name parameter. The function also accepts an
optional modifier parameter (a topic covered in the chapter titled “Using Modifiers in Compose”). As will soon
become evident as you work through the book, composable functions are the fundamental building blocks for
developing Android apps using Compose.

The second composable function declared in the MainActivity.kt file reads as follows:
@Preview (showBackground = true)
@Composable
fun GreetingPreview () {
ComposeDemoTheme {
Greeting ("Android")

}

Earlier in the chapter, we looked at how the Preview panel allows us to see how the user interface will appear
without having to compile and run the app. At first glance, it would be easy to assume that the preview rendering
is generated by the code in the onCreate() method. In fact, that method only gets called when the app runs
on a device or emulator. Previews are generated by preview composable functions. The @Preview annotation
associated with the function tells Android Studio that this is a preview function and that the content emitted by
the function is to be displayed in the Preview panel. As we will see later in the book, a single activity can contain
multiple preview composable functions configured to preview specific sections of a user interface using different
data values.

In addition, each preview may be configured by passing parameters to the @Preview annotation. For example,
to view the preview with the rest of the standard Android screen decorations, modify the preview annotation so
that it reads as follows:

@Preview (showSystemUi = true)

Once the preview has been updated, it should now be rendered as shown in Figure 3-13:

Figure 3-13
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3.7 Preview updates

One final point worth noting is that the Preview panel is live and will automatically reflect minor changes made
to the composable functions that make up a preview. To see this in action, edit the call to the Greeting function
in the GreetingPreview() preview composable function to change the name from “Android” to “Compose”. Note
that as you make the change in the code editor, it is reflected in the preview.

More significant changes will require a build and refresh before being reflected in the preview. When this is
required, Android Studio will display the following “Out of date” notice at the top of the Preview panel and a
Build & Refresh button (indicated by the arrow in Figure 3-14):

Figure 3-14

Simply click on the button to update the preview for the latest changes. Occasionally, Android Studio will fail to
update the preview after code changes. If you believe that the preview no longer matches your code, hover the
mouse pointer over the Up-to-date status text and select Build & Refresh from the resulting menu, as illustrated
in Figure 3-15:

Figure 3-15

The Preview panel also includes an interactive mode that allows you to trigger events on the user interface
components (for example clicking buttons, moving sliders, scrolling through lists, etc.). Since ComposeDemo
contains only an inanimate Text component at this stage, it makes more sense to introduce interactive mode in
the next chapter.

3.8 Bill of Materials and the Compose version

Although Jetpack Compose and Android Studio appear to be tightly integrated, they are two separate products
developed by different teams at Google. As a result, there is no guarantee that the most recent Android Studio
version will default to using the latest version of Jetpack Compose. It can, therefore, be helpful to know which
version of Jetpack Compose is being used by Android Studio. This is declared in a Bill of Materials (BOM)
setting within the build configuration files of your Android Studio projects.

To identify the BOM for a project, locate the Gradle Scripts -> build.gradle (Module: app) file (highlighted in the
figure below) and double-click on it to load it into the editor:
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Figure 3-16
With the file loaded into the editor, locate the compose-bom entry in the dependencies section:

dependencies {

implementation platform('androidx.compose:compose-bom:2022.10.00")

In the above example, we can see that the project is using BOM 2022.10.00. With this information, we can use
the BOM to library version mapping web page at the following URL to identify the library versions being used
to build our app:

https://developer.android.com/jetpack/compose/bom/bom-mapping

Once the web page has loaded, select the BOM version from the menu highlighted in Figure 3-17 below. For
example, the figure shows that BOM 2022.10.00 uses version 1.3.2 of the Compose libraries:

Figure 3-17
The BOM does not currently define the versions of all the dependencies listed in the build file. Therefore, you
will see some library dependencies in the build.gradle file that include a specific version number, as is the case
with the core-ktx and lifecycle-runtime-ktx libraries:
23
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dependencies {

implementation 'androidx.core:core-ktx:1.8.0'

implementation 'androidx.lifecycle:lifecycle-runtime-ktx:2.3.1"

You can add specific version numbers to any libraries you add to the dependencies, though it is recommended
to rely on the BOM settings whenever possible to ensure library compatibility. However, a version number
declaration will be required when adding libraries not listed in the BOM. You can also override the BOM version
of alibrary by appending a version number to the declaration. The following declaration, for example, overrides
the version number in the BOM for the compose.ui library:

implementation 'androidx.compose.ui:ui:1.3.3"'

3.9 Summary

In this chapter, we have created a new project using Android Studio’s Empty Activity template and explored some
of the code automatically generated for the project. We have also introduced several features of Android Studio
designed to make app development with Compose easier. The most useful features, and the places where you
will spend most of your time while developing Android apps, are the code editor and Preview panel.

While the default code in the MainActivity.kt file provides an interesting example of a basic user interface, it
bears no resemblance to the app we want to create. In the next chapter, we will modify and extend the app by
removing some of the template code and writing our own composable functions.
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Chapter 5

5. Creating an Android Virtual
Device (AVD) in Android Studio

Although the Android Studio Preview panel allows us to see the layout we are designing and test basic
functionality using interactive mode, it be will necessary to compile and run an entire app to fully test that it
works. An Android application may be tested by installing and running it either on a physical device or in an
Android Virtual Device (AVD) emulator environment. Before an AVD can be used, it must first be created and
configured to match the specifications of a particular device model. In this chapter, we will work through the
creation of such a virtual device using the Pixel 4a phone as a reference example.

5.1 About Android Virtual Devices

AVDs are essentially emulators that allow Android applications to be tested without the necessity to install the
application on a physical Android-based device. An AVD may be configured to emulate a variety of hardware
features including options such as screen size, memory capacity, and the presence or otherwise of features such
as a camera, GPS navigation support, or an accelerometer. As part of the standard Android Studio installation,
several emulator templates are installed allowing AVDs to be configured for a range of different devices. Custom
configurations may be created to match any physical Android device by specifying properties such as processor
type, memory capacity, and the size and pixel density of the screen.

An AVD session can appear either as a separate window or embedded within the Android Studio window.

New AVDs are created and managed using the Android Virtual Device Manager, which may be used either in
command-line mode or with a more user-friendly graphical user interface. To create a new AVD, the first step
is to launch the AVD Manager. This can be achieved from within the Android Studio environment by selecting
the Tools -> Device Manager menu option from within the main window.

Once launched, the manager will appear as a tool window as shown in Figure 5-1:

Figure 5-1
To add a new AVD, begin by making sure that the Virtual tab is selected before clicking on the Create device
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button to open the Virtual Device Configuration dialog:

Figure 5-2

Within the dialog, perform the following steps to create a Pixel 4a compatible emulator:

L.

From the Category panel, select the Phone option to display the list of available Android phone AVD
templates.

Select the Pixel 4a device option and click Next.

On the System Image screen, select the latest version of Android. Note that if the system image has not yet
been installed a Download link will be provided next to the Release Name. Click this link to download and
install the system image before selecting it. If the image you need is not listed, click on the x86 Images (or
ARM images if you are running a Mac with Apple Silicon) and Other images tabs to view alternative lists.

Click Next to proceed and enter a descriptive name (for example Pixel 4a API 33) into the name field or
simply accept the default name.

Click Finish to create the AVD.

With the AVD created, the Device Manager may now be closed. If future modifications to the AVD are
necessary, simply re-open the Device Manager, select the AVD from the list, and click on the pencil icon in
the Actions column to edit the settings.

5.2 Starting the emulator

To perform a test run of the newly created AVD emulator, simply select the emulator from the Device Manager
and click on the launch button (the triangle in the Actions column). The emulator will appear embedded into
the main Android Studio window and begin the startup process. The amount of time it takes for the emulator to
start will depend on the configuration of both the AVD and the system on which it is running:
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Figure 5-3

To hide and show the emulator tool window, click on the Emulator tool window button (marked A above). Click
on the “x” close button next to the tab (B) to exit the emulator. The emulator tool window can accommodate
multiple emulator sessions, with each session represented by a tab. Figure 5-4, for example, shows a tool window

with two emulator sessions:

Figure 5-4
To switch between sessions, simply click on the corresponding tab.
Although the emulator probably defaulted to appearing in portrait orientation, this and other default options
can be changed. Within the Device Manager, select the new Pixel 4a entry and click on the pencil icon in the
Actions column of the device row. In the configuration screen, locate the Startup orientation section and change

the orientation setting. Exit and restart the emulator session to see this change take effect. More details on the
emulator are covered in the next chapter “Using and Configuring the Android Studio AVD Emulator”).

To save time in the next section of this chapter, leave the emulator running before proceeding.

5.3 Running the application in the AVD

With an AVD emulator configured, the example ComposeDemo application created in the earlier chapter now
can be compiled and run. With the ComposeDemo project loaded into Android Studio, make sure that the
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newly created Pixel 4a AVD is displayed in the device menu (marked A in Figure 5-5 below), then either click
on the run button represented by a green triangle (B), select the Run -> Run ‘app’ menu option or use the Ctrl-R
keyboard shortcut:

Figure 5-5

The device menu (A) may be used to select a different AVD instance or physical device as the run target, and
also to run the app on multiple devices. The menu also provides access to the Device Manager as well as device
connection configuration and troubleshooting options:

Figure 5-6

The app can also be run on the currently selected target by clicking on the icon in the editor gutter next to the
preview composable declaration as indicated by the arrow in Figure 5-7:

Figure 5-7
Once the application is installed and running, the user interface layout defined by the MainScreen function will
appear within the emulator:
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Figure 5-8

If the activity does not automatically launch, check to see if the launch icon has appeared among the apps on the
emulator. If it has, simply click on it to launch the application. Once the run process begins, the Run tool window
will become available. The Run tool window will display diagnostic information as the application package is
installed and launched. Figure 5-9 shows the Run tool window output from a successful application launch:

Figure 5-9
If problems are encountered during the launch process, the Run tool window will provide information that will
hopefully help to isolate the cause of the problem.

Assuming that the application loads into the emulator and runs as expected, we have safely verified that the
Android development environment is correctly installed and configured.

5.4 Real-time updates with Live Edit

With the app running, now is an excellent time to introduce the Live Edit feature. Like interactive mode in the
Preview panel, Live Edit updates the appearance and behavior of the app running on the device or emulator as
changes are made to the code. This feature allows code changes to be tested in real time without having to build
and re-run the project. Try out Live Edit by changing the text displayed by the DemoText composable as follows:

DemoText (message = "This is Compose 1.3", fontSize = sliderPosition)

With each keystroke, the text in the running app will update to reflect the change. Live Edit is currently limited
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to changes made within the body of existing functions. It will not, for example, handle the addition, removal, or
renaming of functions.

5.5 Running on multiple devices

The run menu shown in Figure 5-6 above includes an option to run the app on multiple emulators and devices
in parallel. When selected, this option displays the dialog shown in Figure 5-10 providing a list of both the AVDs
configured on the system and any attached physical devices. Enable the checkboxes next to the emulators or
devices to be targeted before clicking on the Run button:

Figure 5-10

After the Run button is clicked, Android Studio will launch the app on the selected emulators and devices.

5.6 Stopping a running application

To stop a running application, simply click on the stop button located in the main toolbar as shown in Figure
5-11:

Figure 5-11

An app may also be terminated using the Run tool window. Begin by displaying the Run tool window using the
window bar button that becomes available when the app is running as illustrated in Figure 5-12:

Figure 5-12
Once the Run tool window appears, click the stop button highlighted in Figure 5-13 below:

Figure 5-13
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5.7 Supporting dark theme

Android 10 introduced the much-awaited dark theme, support for which is enabled by default in Android
Studio Compose-based app projects. To test dark theme in the AVD emulator, open the Settings app within the
running Android instance in the emulator. Within the Settings app, choose the Display category and enable the
Dark theme option as shown in Figure 5-14 so that the screen background turns black:

Figure 5-14

With dark theme enabled, run the ComposeDemo app and note that it appears using a dark theme including a
black background and a purple background color on the button as shown in Figure 5-15:

Figure 5-15

Return to the Settings app and turn off Dark theme mode before continuing.

5.8 Running the emulator in a separate window

So far in this chapter, we have only used the emulator as a tool window embedded within the main Android
Studio window. To run the emulator in a separate window, select the File -> Settings... menu option (Android
Studio -> Preferences... on macOS), navigate to Tools -> Emulator in the left-hand navigation panel of the
preferences dialog, and disable the Launch in a tool window option:
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Figure 5-16
With the option disabled, click the Apply button followed by OK to commit the change, then exit the current
emulator session by clicking on the close button on the tab marked B in Figure 5-3 above.

Run the sample app once again, at which point the emulator will appear as a separate window as shown below:

Figure 5-17

The choice of standalone or tool window mode is a matter of personal preference. If you prefer the emulator
running in a tool window, return to the settings screen and re-enable the Launch in a tool window option. Before
committing to standalone mode, however, keep in mind that the emulator tool window may also be detached
from the main Android Studio window by clicking on the settings button (represented by the gear icon) in the
tool emulator toolbar and selecting the View Mode -> Float menu option:
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Figure 5-18
5.9 Enabling the device frame

The emulator can be configured to appear with (Figure 5-15) or without the device frame (Figure 5-17). To
change the setting, open the Device Manager, select the AVD from the list, and click on the pencil icon in the
Actions column to edit the settings. In the settings screen, locate and change the Enable Device Frame option:

Figure 5-19
5.10 Summary

A typical application development process follows a cycle of coding, compiling, and running in a test
environment. Android applications may be tested on either a physical Android device or using an Android
Virtual Device (AVD) emulator. AVDs are created and managed using the Android Studio Device Manager tool.
When creating an AVD to simulate a specific Android device model, the virtual device should be configured
with a hardware specification matching that of the physical device.

The AVD emulator session may be displayed as a standalone window or embedded into the main Android
Studio user interface.
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Chapter 7

7. A Tour of the Android Studio User
Interface

While it is tempting to plunge into running the example application created in the previous chapter, doing so
involves using aspects of the Android Studio user interface which are best described in advance.

Android Studio is a powerful and feature-rich development environment that is, to a large extent, intuitive to use.
That being said, taking the time now to gain familiarity with the layout and organization of the Android Studio
user interface will considerably shorten the learning curve in later chapters of the book. With this in mind, this
chapter will provide an initial overview of the various areas and components that make up the Android Studio
environment.

7.1 The Welcome Screen

The welcome screen (Figure 7-1) is displayed any time that Android Studio is running with no projects currently
open (open projects can be closed at any time by selecting the File -> Close Project menu option). If Android
Studio was previously exited while a project was still open, the tool will bypass the welcome screen next time it
is launched, automatically opening the previously active project.

Figure 7-1

In addition to a list of recent projects, the welcome screen provides options for performing tasks such as opening
and creating projects along with access to projects currently under version control. In addition, the Customize
screen provides options to change the theme and font settings used by both the IDE and the editor. Android
Studio plugins may be viewed, installed, and managed using the Plugins option.
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Additional options are available by clicking on the menu button as shown in Figure 7-2:

Figure 7-2
7.2 The Main Window

When a new project is created, or an existing one opened, the Android Studio main window will appear. When
multiple projects are open simultaneously, each will be assigned its own main window. The precise configuration
of the window will vary depending on which tools and panels were displayed the last time the project was open,
but will typically resemble that of Figure 7-3.

Figure 7-3

The various elements of the main window can be summarized as follows:
A - Menu Bar - Contains a range of menus for performing tasks within the Android Studio environment.

B - Toolbar - A selection of shortcuts to frequently performed actions. The toolbar buttons provide quick access
to a select group of menu bar actions. The toolbar can be customized by right-clicking on the bar and selecting
the Customize Menus and Toolbars... menu option. If the toolbar is not visible, it can be displayed using the View
-> Appearance -> Toolbar menu option.

C - Navigation Bar - The navigation bar provides a convenient way to move around the files and folders that
make up the project. Clicking on an element in the navigation bar will drop down a menu listing the sub-folders
and files at that location ready for selection. Similarly, clicking on a class name displays a menu listing methods
contained within that class. Select a method from the list to be taken to the corresponding location within the
code editor. Hide and display this bar using the View -> Appearance -> Navigation Bar menu option.
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D - Editor Window - The editor window displays the content of the file on which the developer is currently
working. When multiple files are open, each file is represented by a tab located along the top edge of the editor
as shown in Figure 7-4:

Figure 7-4

E - Status Bar - The status bar displays informational messages about the project and the activities of Android
Studio together with the tools menu button located in the far left corner. Hovering over items in the status bar
will display a description of that field. Many fields are interactive, allowing the user to click to perform tasks or
obtain more detailed status information.

F - Project Tool Window - The project tool window provides a hierarchical overview of the project file structure
allowing navigation to specific files and folders to be performed. The toolbar can be used to display the project in
several different ways. The default setting is the Android view which is the mode primarily used in the remainder
of this book.

The project tool window is just one of many tool windows available within the Android Studio environment.

7.3 The Tool Windows

In addition to the project view tool window, Android Studio also includes many other windows which, when
enabled, are displayed along the bottom and sides of the main window. The tool window quick access menu can
be displayed by hovering the mouse pointer over the button located in the far left-hand corner of the status bar
(Figure 7-5) without clicking the mouse button.

Figure 7-5
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Selecting an item from the quick access menu will cause the corresponding tool window to appear within the
main window.

Alternatively, a set of tool window bars can be displayed by clicking on the quick access menu icon in the status
bar. These bars appear along the left, right, and bottom edges of the main window (as indicated by the arrows in
Figure 7-6) and contain buttons for showing and hiding each of the tool windows. When the tool window bars
are displayed, a second click on the button in the status bar will hide them.

Figure 7-6

Clicking on a button will display the corresponding tool window while a second click will hide the window.
Buttons prefixed with a number (for example 1: Project) indicate that the tool window may also be displayed
by pressing the Alt key on the keyboard (or the Command key for macOS) together with the corresponding
number.

The location of a button in a tool window bar indicates the side of the window against which the window
will appear when displayed. These positions can be changed by clicking and dragging the buttons to different
locations in other window toolbars.

Each tool window has its own toolbar along the top edge. The buttons within these toolbars vary from one tool
to the next, though all tool windows contain a settings option, represented by the cog icon, which allows various
aspects of the window to be changed. Figure 7-7 shows the settings menu for the Project tool window. Options
are available, for example, to undock a window and to allow it to float outside of the boundaries of the Android
Studio main window, and to move and resize the tool panel.
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Figure 7-7

All of the windows also include a far-right button on the toolbar providing an additional way to hide the tool
window from view. A search of the items within a tool window can be performed simply by giving that window
focus by clicking in it and then typing the search term (for example the name of a file in the Project tool window).
A search box will appear in the window’s toolbar and items matching the search highlighted.

Android Studio offers a wide range of tool windows, the most commonly used of which are as follows:

» App Inspector - Provides access to the Database and Background Task inspectors. The Database Inspector
allows you to inspect, query, and modify your app’s databases while the app is running. The Background Task
Inspector allows background worker tasks created using WorkManager to be monitored and managed.

o Build - The build tool window displays information about the build process while a project is being compiled
and packaged and displays details of any errors encountered.

o Build Variants - The build variants tool window provides a quick way to configure different build targets
for the current application project (for example different builds for debugging and release versions of the
application, or multiple builds to target different device categories).

o Device File Explorer — Available via the View -> Tool Windows -> Device File Explorer menu, this tool window
provides direct access to the filesystem of the currently connected Android device or emulator allowing the
filesystem to be browsed and files copied to the local filesystem.

o Device Manager - Provides access to the Device Manager tool window where physical Android device
connections and emulators may be added, removed, and managed.

o Emulator - Contains the AVD emulator if the option has been enabled to run the emulator in a tool window
as outlined in the chapter entitled “Creating an Android Virtual Device (AVD) in Android Studio”.

o Event Log - The event log window displays messages relating to events and activities performed within
Android Studio. The successful build of a project, for example, or the fact that an application is now running
will be reported within this tool window.

« Favorites — A variety of project items can be added to the favorites list. Right-clicking on a file in the project
view, for example, provides access to an Add to Favorites menu option. Similarly, a method in a source file can
be added as a favorite by right-clicking on it in the Structure tool window. Anything added to a Favorites list
can be accessed through this Favorites tool window.

o Find - Search for code and text within your project files.

o Gradle - The Gradle tool window provides a view of the Gradle tasks that make up the project build
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configuration. The window lists the tasks that are involved in compiling the various elements of the project
into an executable application. Right-click on a top-level Gradle task and select the Open Gradle Config menu
option to load the Gradle build file for the current project into the editor. Gradle will be covered in greater
detail later in this book.

« Layout Inspector - Provides a visual 3D rendering of the hierarchy of components that make up a user
interface layout.

« Logcat — The Logcat tool window provides access to the monitoring log output from a running application in
addition to options for taking screenshots and videos of the application and stopping and restarting a process.

o Problems - A central location in which to view all of the current errors or warnings within the project.
Double-clicking on an item in the problem list will take you to the problem file and location.

« Profiler - The Android Profiler tool window provides real-time monitoring and analysis tools for identifying
performance issues within running apps, including CPU, memory and network usage. This option becomes
available when an app is currently running.

o Project — The project view provides an overview of the file structure that makes up the project allowing for
quick navigation between files. Generally, double-clicking on a file in the project view will cause that file to be
loaded into the appropriate editing tool.

Resource Manager - A tool for adding and managing resources and assets such as images, colors, and layout
files contained with the project.

« Run - The run tool window becomes available when an application is currently running and provides a view
of the results of the run together with options to stop or restart a running process. If an application is failing
to install and run on a device or emulator, this window will typically provide diagnostic information relating
to the problem.

Structure - The structure tool provides a high-level view of the structure of the source file currently displayed
in the editor. This information includes a list of items such as classes, methods, and variables in the file.
Selecting an item from the structure list will take you to that location in the source file in the editor window.

« Running Devices - Displays any AVD instances running within the current Android Studio session.

o Terminal - Provides access to a terminal window on the system on which Android Studio is running. On
Windows systems, this is the Command Prompt interface, while on Linux and macOS systems this takes the
form of a Terminal prompt.

« TODO - As the name suggests, this tool provides a place to review items that have yet to be completed on
the project. Android Studio compiles this list by scanning the source files that make up the project to look
for comments that match specified TODO patterns. These patterns can be reviewed and changed by selecting
the File -> Settings... menu option (Android Studio -> Preferences... on macOS) and navigating to the TODO
page listed under Editor.

o Version Control - This tool window is used when the project files are under source code version control,
allowing access to Git repositories and code change history.

7.4 Android Studio Keyboard Shortcuts

Android Studio includes an abundance of keyboard shortcuts designed to save time when performing common
tasks. A full keyboard shortcut keymap listing can be viewed and printed from within the Android Studio
project window by selecting the Help -> Keyboard Shortcuts menu option. You may also list and modify the
keyboard shortcuts by selecting the File -> Settings... menu option (Android Studio -> Preferences... on macOS)
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and clicking on the Keymap entry as shown in Figure 7-8 below:

Figure 7-8
7.5 Switcher and Recent Files Navigation

Another useful mechanism for navigating within the Android Studio main window involves the use of the
Switcher. Accessed via the Ctrl-Tab keyboard shortcut, the switcher appears as a panel listing both the tool
windows and currently open files (Figure 7-9).

Figure 7-9

Once displayed, the switcher will remain visible for as long as the Ctrl key remains depressed. Repeatedly tapping
the Tab key while holding down the Ctrl key will cycle through the various selection options while releasing the
Ctrl key causes the currently highlighted item to be selected and displayed within the main window.

In addition to the switcher, navigation to recently opened files is provided by the Recent Files panel (Figure
7-10). This can be accessed using the Ctrl-E keyboard shortcut (Cmd-E on macOS). Once displayed, either the
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mouse pointer can be used to select an option or the keyboard arrow keys used to scroll through the file name
and tool window options. Pressing the Enter key will select the currently highlighted item.

Figure 7-10
7.6 Changing the Android Studio Theme

The overall theme of the Android Studio environment may be changed either from the welcome screen using
the Customize option or via the File -> Settings... menu option (Android Studio -> Preferences... on macOS) of
the main window.

Once the settings dialog is displayed, select the Appearance ¢~ Behavior option followed by Appearance in the
left-hand panel and then change the setting of the Theme menu before clicking on the Apply button. The themes
available will depend on the platform but usually include options such as Light, Intelli], Windows, High Contrast,
and Darcula. Figure 7-11 shows an example of the main window with the Darcula theme selected:

Figure 7-11

To synchronize the Android Studio theme with the operating system light and dark mode setting, enable the
Sync with OS option and use the drop-down menu to control which theme to use for each mode:
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Figure 7-12
7.7 Summary

The primary elements of the Android Studio environment consist of the welcome screen and main window.
Each open project is assigned its own main window which, in turn, consists of a menu bar, toolbar, editing and
design area, status bar, and a collection of tool windows. Tool windows appear on the sides and bottom edges
of the main window and can be accessed either using the quick access menu located in the status bar or via the
optional tool window bars.

There are very few actions within Android Studio that cannot be triggered via a keyboard shortcut. A keymap of
default keyboard shortcuts can be accessed at any time from within the Android Studio main window.
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Chapter 14

14. Kotlin Control Flow

Regardless of the programming language used, application development is largely an exercise in applying
logic, and much of the art of programming involves writing code that makes decisions based on one or more
criteria. Such decisions define which code gets executed, how many times it is executed, and, conversely, which
code gets bypassed when the program is running. This is often referred to as control flow since it controls the
flow of program execution. Control flow typically falls into the categories of looping control (how often code is
executed) and conditional control flow (whether or not code is executed). This chapter is intended to provide an
introductory overview of both types of control flow in Kotlin.

14.1 Looping control flow

This chapter will begin by looking at control flow in the form of loops. Loops are essentially sequences of Kotlin
statements that are to be executed repeatedly until a specified condition is met. The first looping statement we
will explore is the for loop.

14.1.1 The Kotlin for-in Statement

The for-in loop is used to iterate over a sequence of items contained in a collection or number range.

The syntax of the for-in loop is as follows:
for variable name in collection or range {
// code to be executed

}

In this syntax, variable name is the name to be used for a variable that will contain the current item from the
collection or range through which the loop is iterating. The code in the body of the loop will typically use this
name as a reference to the current item in the loop cycle. The collection or range references the item through
which the loop is iterating. This could, for example, be an array of string values, a range operator, or even a string
of characters.

Consider, for example, the following for-in loop construct:
for (index in 1..5) {
println ("Value of index is $index")

}

The loop begins by stating that the current item is to be assigned to a constant named index. The statement then
declares a closed range operator to indicate that the for loop is to iterate through a range of numbers, starting at
1 and ending at 5. The body of the loop simply prints out a message to the console indicating the current value
assigned to the index constant, resulting in the following output:

Value of index is
Value of index is
Value of index is

Value of index is

g w N

Value of index is

The for-in loop is of particular benefit when working with collections such as arrays. In fact, the for-in loop can
be used to iterate through any object that contains more than one item. The following loop, for example, outputs
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each of the characters in the specified string:
for (index in "Hello") {
println("Value of index is $index")
}
The operation of a for-in loop may be configured using the downTo and until functions. The downTo function

causes the for loop to work backward through the specified collection until the specified number is reached. The
following for loop counts backward from 100 until the number 90 is reached:

for (index in 100 downTo 90) {
print ("$index.. ")
}
When executed, the above loop will generate the following output:
100.. 99.. 98.. 97.. 96.. 95.. 94.. 93.. 92.. 91.. 90..
The until function operates in much the same way with the exception that counting starts from the bottom of

the collection range and works up until (but not including) the specified endpoint (a concept referred to as a
half-closed range):

for (index in 1 until 10) {
print ("$index.. ")
}
The output from the above code will range from the start value of 1 through to 9:
1..2.. 3..4..5.. 6.. 7.. 8.. 9..

The increment used on each iteration through the loop may also be defined using the step function as follows:
for (index in 0 until 100 step 10) {
print ("$index.. ")
}
The above code will result in the following console output:
0.. 10.. 20.. 30.. 40.. 50.. 60.. 70.. 80.. 90..

14.1.2 The while loop

The Kotlin for loop described previously works well when it is known in advance how many times a particular
task needs to be repeated in a program. There will, however, be instances where code needs to be repeated until
a certain condition is met, with no way of knowing in advance how many repetitions are going to be needed to
meet that criterion. To address this need, Kotlin includes the while loop.

Essentially, the while loop repeats a set of tasks while a specified condition is met. The while loop syntax is

defined as follows:

while condition {
// Kotlin statements go here

}

In the above syntax, condition is an expression that will return either true or false and the // Kotlin statements go
here comment represents the code to be executed while the condition expression is true. For example:

var myCount = 0

while (myCount < 100) {
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myCount++
println (myCount)
}

In the above example, the while expression will evaluate whether the myCount variable is less than 100. If it is
already greater than 100, the code in the braces is skipped and the loop exits without performing any tasks.

If, on the other hand, myCount is not greater than 100 the code in the braces is executed and the loop returns to
the while statement and repeats the evaluation of myCount. This process repeats until the value of myCount is
greater than 100, at which point the loop exits.

14.1.3 The do ... while loop

It is often helpful to think of the do ... while loop as an inverted while loop. The while loop evaluates an expression
before executing the code contained in the body of the loop. If the expression evaluates to false on the first check
then the code is not executed. The do ... while loop, on the other hand, is provided for situations where you know
that the code contained in the body of the loop will always need to be executed at least once. For example, you
may want to keep stepping through the items in an array until a specific item is found. You know that you have
to at least check the first item in the array to have any hope of finding the entry you need. The syntax for the do
... while loop is as follows:

do {

// Kotlin statements here

} while conditional expression

In the do ... while example below the loop will continue until the value of a variable named i equals 0:

var 1 = 10

do {
i__
println (i)
} while (i > 0)
14.1.4 Breaking from Loops

Having created a loop, it is possible that under certain conditions you might want to break out of the loop before
the completion criteria have been met (particularly if you have created an infinite loop). One such example
might involve continually checking for activity on a network socket. Once activity has been detected it will most
likely be necessary to break out of the monitoring loop and perform some other task.

To break out of a loop, Kotlin provides the break statement which breaks out of the current loop and resumes
execution at the code directly after the loop. For example:

var j = 10

for (i in 0..100)
{

if (3 > 100) {
break
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println("j = $3j")
}

In the above example, the loop will continue to execute until the value of j exceeds 100 at which point the loop
will exit and execution will continue with the next line of code after the loop.

14.1.5 The continue statement

The continue statement causes all remaining code statements in a loop to be skipped, and execution to be
returned to the top of the loop. In the following example, the printin function is only called when the value of

variable i is an even number:

var 1 =1

while (i < 20)
{

i+=1

if (1 $ 2 !'=0) {
continue

}

println("i = $i")

}

The continue statement in the above example will cause the println call to be skipped unless the value of i can be
divided by 2 with no remainder. If the continue statement is triggered, execution will skip to the top of the while
loop and the statements in the body of the loop will be repeated (until the value of i exceeds 19).

14.1.6 Break and continue labels

Kotlin expressions may be assigned a label by preceding the expression with a label name followed by the @ sign.
This label may then be referenced when using break and continue statements to designate where execution is
to resume. This is particularly useful when breaking out of nested loops. The following code contains a for loop
nested within another for loop. The inner loop contains a break statement which is executed when the value of

j reaches 10:
for (i in 1..100) {

println ("Outer loop i = $i")

for (j in 1..100) {
println("Inner loop j = $3j")
if (J == 10) break

}

As currently implemented, the break statement will exit the inner for loop but execution will resume at the top
of the outer for loop. Suppose, however, that the break statement is required to also exit the outer loop. This can
be achieved by assigning a label to the outer loop and referencing that label with the break statement as follows:

outerloop@ for (i in 1..100) {
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println ("Outer loop i = $i")

for (j in 1..100) {
println("Inner loop j = $3")
if (3 == 10) break@outerloop

}

Now when the value assigned to variable j reaches 10 the break statement will break out of both loops and
resume execution at the line of code immediately following the outer loop.

14.2 Conditional control flow

In the previous chapter, we looked at how to use logical expressions in Kotlin to determine whether something
is true or false. Since programming is largely an exercise in applying logic, much of the art of programming
involves writing code that makes decisions based on one or more criteria. Such decisions define which code gets
executed and, conversely, which code gets bypassed when the program is executing.

14.2.1 Using the if expressions
The if expression is perhaps the most basic of control flow options available to the Kotlin programmer.

Programmers who are familiar with C, Swift, C++, or Java will immediately be comfortable using Kotlin if
statements, although there are some subtle differences.

The basic syntax of the Kotlin if expression is as follows:
if (boolean expression) {

// Kotlin code to be performed when expression evaluates to true

}

Unlike some other programming languages, it is important to note that the braces are optional in Kotlin if only
one line of code is associated with the if expression. In fact, in this scenario, the statement is often placed on the
same line as the if expression.

Essentially if the Boolean expression evaluates to true then the code in the body of the statement is executed. If,
on the other hand, the expression evaluates to false the code in the body of the statement is skipped.

For example, if a decision needs to be made depending on whether one value is greater than another, we would
write code similar to the following:

val x = 10

if (x > 9) println("x is greater than 9!")
Clearly, x is indeed greater than 9 causing the message to appear in the console panel.

At this point, it is important to notice that we have been referring to the if expression instead of the if statement.
The reason for this is that unlike the if statement in other programming languages, the Kotlin if returns a result.
This allows if constructs to be used within expressions. As an example, a typical if expression to identify the
largest of two numbers and assign the result to a variable might read as follows:
if (x > vy)
largest = x

else
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largest = vy

The same result can be achieved using the if statement within an expression using the following syntax:

variable = if (condition) return val 1 else return val 2

The original example can, therefore be re-written as follows:

val largest = if (x > y) x else y

The technique is not limited to returning the values contained within the condition. The following example is
also a valid use of if in an expression, in this case assigning a string value to the variable:

val largest = if (x > y) "x is greatest" else "y is greatest"

println(largest)

For those familiar with programming languages such as Java, this feature allows code constructs similar to
ternary statements to be implemented in Kotlin.

14.2.2 Using if ... else ... expressions
The next variation of the if expression allows us to also specify some code to perform if the expression in the if
expression evaluates to false. The syntax for this construct is as follows:
if (boolean expression) {
// Code to be executed if expression is true
} else {
// Code to be executed if expression is false

}

The braces are, once again, optional if only one line of code is to be executed.

Using the above syntax, we can now extend our previous example to display a different message if the comparison
expression evaluates to be false:

val x = 10

if (x > 9) println("x is greater than 9!")

else println("x is less than 9!")
In this case, the second println statement will execute if the value of x was less than 9.

14.2.3 Using if ... else if ... Expressions

So far we have looked at if statements that make decisions based on the result of a single logical expression.
Sometimes it becomes necessary to make decisions based on several different criteria. For this purpose, we can
use the if ... else if ... construct, an example of which is as follows:

var x = 9

if (x == 10) println("x is 10")
else if (x == 9) println("x is 9")
else 1if (x == 8) println("x is 8")
else println("x is less than 8")

}
14.2.4 Using the when statement

The Kotlin when statement provides a cleaner alternative to the if ... else if ... construct and uses the following
syntax:
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when (value) {
matchl -> // code to be executed on match

match2 -> // code to be executed on match

else -> // default code to executed if no match

}
Using this syntax, the previous if ... else if ... construct can be rewritten to use the when statement:
when (x) {

10 -> println ("x is 10")

9 -> println("x is 9")

8 -> println("x is 8")

else -> println("x is less than 8")
}

The when statement is similar to the switch statement found in many other programming languages.

14.3 Summary

The term control flow is used to describe the logic that dictates the execution path that is taken through the
source code of an application as it runs. This chapter has looked at the two types of control flow provided by
Kotlin (looping and conditional) and explored the various Kotlin constructs that are available to implement

both forms of control flow logic.
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Chapter 15

15. An Overview of Kotlin Functions
and Lambdas

Kotlin functions and lambdas are a vital part of writing well-structured and efficient code and provide a way to
organize programs while avoiding code repetition. In this chapter, we will look at how functions and lambdas
are declared and used within Kotlin.

15.1 What is a function?

A function is a named block of code that can be called upon to perform a specific task. It can be provided data
on which to perform the task and is capable of returning results to the code that called it. For example, if a
particular arithmetic calculation needs to be performed in a Kotlin program, the code to perform the arithmetic
can be placed in a function. The function can be programmed to accept the values on which the arithmetic
is to be performed (referred to as parameters) and to return the result of the calculation. At any point in the
program code where the calculation is required, the function is simply called, parameter values passed through
as arguments and the result returned.

The terms parameter and argument are often used interchangeably when discussing functions. There is, however,
a subtle difference. The values that a function can accept when it is called are referred to as parameters. At the
point that the function is called and passed those values, however, they are referred to as arguments.

15.2 How to declare a Kotlin function

A Kotlin function is declared using the following syntax:

fun <function name> (<para name>: <para type>, <para name>: <para type>, ... ):
<return type> {

// Function code

}

This combination of function name, parameters, and return type is referred to as the function signature or type.
Explanations of the various fields of the function declaration are as follows:

o fun - The prefix keyword used to notify the Kotlin compiler that this is a function.

o <function name> - The name assigned to the function. This is the name by which the function will be
referenced when it is called from within the application code.

o <para name> - The name by which the parameter is to be referenced in the function code.
« <para type> - The type of the corresponding parameter.

o <return type> - The data type of the result returned by the function. If the function does not return a result
then no return type is specified.

« Function code - The code of the function that does the work.

As an example, the following function takes no parameters, returns no result, and simply displays a message:
fun sayHello () {
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println("Hello")
}
The following sample function, on the other hand, takes an integer and a string as parameters and returns a
string result:
fun buildMessageFor (name: String, count: Int): String {

return ("$name, you are customer number S$count")

)
15.3 Calling a Kotlin function

Once declared, functions are called using the following syntax:
<function name> (<argl>, <arg2>, ... )
Each argument passed through to a function must match the parameters the function is configured to accept.

For example, to call a function named sayHello that takes no parameters and returns no value, we would write
the following code:

sayHello ()

In the case of a message that accepts parameters, the function could be called as follows:
buildMessageFor ("John", 10)

15.4 Single expression functions

When a function contains a single expression, it is not necessary to include the braces around the expression.
All that is required is an equals sign (=) after the function declaration followed by the expression. The following
function contains a single expression declared in the usual way:

fun multiply(x: Int, y: Int): Int {
return x * y
}
Below is the same function expressed as a single line expression:
fun multiply(x: Int, y: Int): Int = x * vy
When using single-line expressions, the return type may be omitted in situations where the compiler can infer
the type returned by the expression making for even more compact code:

fun multiply(x: Int, y: Int) = x * vy

15.5 Local functions

A local function is a function that is embedded within another function. In addition, a local function has access
to all of the variables contained within the enclosing function:

fun main(args: Array<String>) {

val name = "John"

val count = 5
fun displayString() {

for (index in 0..count) {

println (name)
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displayString ()
}

15.6 Handling return values

To call a function named buildMessage that takes two parameters and returns a result, on the other hand, we
might write the following code:

val message = buildMessageFor ("John", 10)

To improve code readability, the parameter names may also be specified when making the function call:
val message = buildMessageFor (name = "John", count = 10)

In the above examples, we have created a new variable called message and then used the assignment operator (=)
to store the result returned by the function.

15.7 Declaring default function parameters

Kotlin provides the ability to designate a default parameter value to be used if the value is not provided as an
argument when the function is called. This simply involves assigning the default value to the parameter when
the function is declared.

To see default parameters in action the buildMessageFor function will be modified so that the string “Customer”
is used as a default if a customer name is not passed through as an argument. Similarly, the count parameter is
declared with a default value of 0:

fun buildMessageFor (name: String = "Customer", count: Int = 0): String {

return ("$name, you are customer number S$count")

}

When parameter names are used when making the function call, any parameters for which defaults have been
specified may be omitted. The following function call, for example, omits the customer name argument but still
compiles because the parameter name has been specified for the second argument:

val message = buildMessageFor (count = 10)

If parameter names are not used within the function call, however, only the trailing arguments may be omitted:

val message = buildMessageFor ("John") // Valid
val message = buildMessageFor (10) // Invalid

15.8 Variable number of function parameters

It is not always possible to know in advance the number of parameters a function will need to accept when it
is called within the application code. Kotlin handles this possibility through the use of the vararg keyword to
indicate that the function accepts an arbitrary number of parameters of a specified data type. Within the body
of the function, the parameters are made available in the form of an array object. The following function, for
example, takes as parameters a variable number of String values and then outputs them to the console panel:
fun displayStrings(vararg strings: String)
{

for (string in strings) {

println(string)

displayStrings ("one", "two", "three", "four")
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Kotlin does not permit multiple vararg parameters within a function and any single parameters supported by
the function must be declared before the vararg declaration:
fun displayStrings(name: String, vararg strings: String)
{
for (string in strings) {

println(string)

}
15.9 Lambda expressions

Having covered the basics of functions in Kotlin it is now time to look at the concept of lambda expressions.
Essentially, lambdas are self-contained blocks of code. The following code, for example, declares a lambda,
assigns it to a variable named sayHello, and then calls the function via the lambda reference:

val sayHello = { println("Hello") }
sayHello ()
Lambda expressions may also be configured to accept parameters and return results. The syntax for this is as
follows:
{<para name>: <para type>, <para name> <para type>, ... —>
// Lambda expression here

}

The following lambda expression, for example, accepts two integer parameters and returns an integer result:

val multiply = { vall: Int, wval2: Int -> vall * val2 }
val result = multiply (10, 20)

Note that the above lambda examples have assigned the lambda code block to a variable. This is also possible
when working with functions. Of course, the following syntax will execute the function and assign the result of
that execution to a variable, instead of assigning the function itself to the variable:

val myvar = myfunction ()

To assign a function reference to a variable, simply remove the parentheses and prefix the function name with
double colons (::) as follows. The function may then be called simply by referencing the variable name:

val myvar = ::myfunction

myvar ()

A lambda block may be executed directly by placing parentheses at the end of the expression including any
arguments. The following lambda directly executes the multiplication lambda expression multiplying 10 by 20.
val result = { vall: Int, val2: Int -> vall * val2 } (10, 20)

The last expression within a lambda serves as the expression’s return value (hence the value of 200 being assigned
to the result variable in the above multiplication examples). In fact, unlike functions, lambdas do not support
the return statement. In the absence of an expression that returns a result (such as an arithmetic or comparison

expression), simply declaring the value as the last item in the lambda will cause that value to be returned. The
following lambda returns the Boolean true value after printing a message:

val result = { println("Hello"); true } ()

Similarly, the following lambda simply returns a string literal:

val nextmessage = { println("Hello"); "Goodbye" 1} ()

122



An Overview of Kotlin Functions and Lambdas

A particularly useful feature of lambdas and the ability to create function references is that they can be both
passed to functions as arguments and returned as results. This concept, however, requires an understanding of
function types and higher-order functions.

15.10 Higher-order functions

On the surface, lambdas and function references do not seem to be particularly compelling features. The
possibilities that these features offer become more apparent, however, when we consider that lambdas and
function references have the same capabilities as many other data types. In particular, these may be passed
through as arguments to another function, or even returned as a result from a function.

A function that is capable of receiving a function or lambda as an argument, or returning one as a result is
referred to as a higher-order function.

Before we look at what is, essentially, the ability to plug one function into another, it is first necessary to explore
the concept of function types. The type of a function is dictated by a combination of the parameters it accepts
and the type of result it returns. A function that accepts an Int and a Double as parameters and returns a String
result for example is considered to have the following function type:

(Int, Double) -> String
To accept a function as a parameter, the receiving function simply declares the type of function it can accept.

As an example, we will begin by declaring two unit conversion functions:

fun inchesToFeet (inches: Double): Double {
return inches * 0.0833333

fun inchesToYards (inches: Double): Double {
return inches * 0.0277778
}

The example now needs an additional function, the purpose of which is to perform a unit conversion and print
the result in the console panel. This function needs to be as general-purpose as possible, capable of performing
a variety of different measurement unit conversions. To demonstrate functions as parameters, this new function
will take as a parameter a function type that matches both the inchesToFeet and inchesToYards functions
together with a value to be converted. Since the type of these functions is equivalent to (Double) -> Double, our
general-purpose function can be written as follows:

fun outputConversion (converterFunc: (Double) -> Double, value: Double) ({
val result = converterFunc (value)
println ("Result of conversion is S$result")

}

When the outputConversion function is called, it will need to be passed a function matching the declared type.
That function will be called to perform the conversion and the result displayed in the console panel. This means
that the same function can be called to convert inches to both feet and yards, simply by “plugging in” the
appropriate converter function as a parameter, keeping in mind that it is the function reference that is being
passed as an argument:

outputConversion (::inchesToFeet, 22.45)

outputConversion (::inchesToYards, 22.45)

Functions can also be returned as a data type simply by declaring the type of the function as the return type.
The following function is configured to return either our inchesToFeet or inchesToYards function type (in other
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words a function that accepts and returns a Double value) based on the value of a Boolean parameter:

fun decideFunction (feet: Boolean): (Double) -> Double

{
if (feet) {

return ::inchesToFeet
} else {
return ::inchesToYards

}

When called, the function will return a function reference which can then be used to perform the conversion:
val converter = decideFunction (true)
val result = converter (22.4)

println (result)

15.11 Summary

Functions and lambda expressions are self-contained blocks of code that can be called upon to perform a
specific task and provide a mechanism for structuring code and promoting reuse. This chapter has introduced
the basic concepts of function and lambda declaration and implementation in addition to the use of higher-
order functions that allow lambdas and functions to be passed as arguments and returned as results.
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Chapter 20

20. An Overview of Compose State
and Recomposition

State is the cornerstone of how the Compose system is implemented. As such, a clear understanding of state is an
essential step in becoming a proficient Compose developer. In this chapter, we will explore and demonstrate the
basic concepts of state and explain the meaning of related terms such as recomposition, unidirectional data flow,
and state hoisting. The chapter will also cover saving and restoring state through configuration changes.

20.1 The basics of state

In declarative languages such as Compose, state is generally referred to as “a value that can change over time”.
At first glance, this sounds much like any other data in an app. A standard Kotlin variable, for example, is by
definition designed to store a value that can change at any time during execution. State, however, differs from a
standard variable in two significant ways.

First, the value assigned to a state variable in a composable function needs to be remembered. In other words,
each time a composable function containing state (a stateful function) is called, it must remember any state
values from the last time it was invoked. This is different from a standard variable which would be re-initialized
each time a call is made to the function in which it is declared.

The second key difference is that a change to any state variable has far reaching implications for the entire
hierarchy tree of composable functions that make up a user interface. To understand why this is the case, we
now need to talk about recomposition.

20.2 Introducing recomposition

When developing with Compose, we build apps by creating hierarchies of composable functions. As previously
discussed, a composable function can be thought of as taking data and using that data to generate sections of a
user interface layout. These elements are then rendered on the screen by the Compose runtime system. In most
cases, the data passed from one composable function to another will have been declared as a state variable in a
parent function. This means that any change of state value in a parent composable will need to be reflected in
any child composables to which the state has been passed. Compose addresses this by performing an operation
referred to as recomposition.

Recomposition occurs whenever a state value changes within a hierarchy of composable functions. As soon as
Compose detects a state change, it works through all of the composable functions in the activity and recomposes
any functions affected by the state value change. Recomposing simply means that the function gets called again
and passed the new state value.

Recomposing the entire composable tree for a user interface each time a state value changes would be a highly
inefficient approach to rendering and updating a user interface. Compose avoids this overhead using a technique
called intelligent recomposition that involves only recomposing those functions directly affected by the state
change. In other words, only functions that read the state value will be recomposed when the value changes.
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20.3 Creating the StateExample project

Launch Android Studio and select the New Project option from the welcome screen. Within the resulting new
project dialog, choose the Empty Activity template before clicking on the Next button.

Enter StateExample into the Name field and specify com.example.stateexample as the package name. Before
clicking on the Finish button, change the Minimum API level setting to API 26: Android 8.0 (Oreo). On
completion of the project creation process, the StateExample project should be listed in the Project tool window
located along the left-hand edge of the Android Studio main window.

20.4 Declaring state in a composable

The first step in declaring a state value is to wrap it in a MutableState object. MutableState is a Compose class
which is referred to as an observable type. Any function that reads a state value is said to have subscribed to
that obse